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ABSTRACT 

Background: DevOps is currently one of the main trends in 

software development. Low-Code is also an emerging tendency 

that, combined with DevOps, may offer significant value to 

software businesses by improving the process. However, how 

DevOps practices and low-code are combined is little known. 

Aim: This study aims to understand the practitioner’s perspectives 

on low-code trends. Method: Twelve interviews with IT 

professionals who deal with low-code in the context of DevOps 

were conducted. Then, a grounded theory approach was used to 

theme the interview quotes into emergent categories. Results: The 

main result of this exploratory study reveals that such an approach 

is the most common response to the skill shortages of software 

professionals. Conclusion: This study suggests the emergence of 

DevOps and low-code could significantly contribute to the 

development of quality products with low-cost and time. 

CCS CONCEPTS 

• Software and its engineering → Software creation and 

management 

KEYWORDS 

DevOps, Low-code, Interviews, Grounded theory, SPI 

1 Introduction 

Nowadays, in a fast changing environments, DevOps is one of 

the most effective approaches to shorter response times to 

business needs [1]. In DevOps, the collaboration of development 

and operations teams is increasing the flexibility of the software 

development process. However, to perform continuous 

development, continuous testing, continuous deployment, and 

continuous delivery; agility is needed in all phases of a DevOps 

lifecycle [2]. In turn, low-code approaches seem, initially, great 

tools to extend the gains of agility in software organizations with 

faster response and low operational costs [3]. Low-code is seen as 

a visual and semi-automated set of tools to construct software [4]. 

It delivers software products with minimum effort to write code 

using a graphical user interface (GUI) and requires the least 

possible effort for the installation, deployment, and configuration 

of software-based solutions. Low-code solutions could be a 

promising step to meet the rapid demands of software 

development [5]. 

The stream of low-code software development has grown due 

to the incorporation of low-code solutions to large software 

vendors product portfolios [6]. According to a Forrester report [7], 

the low-code platform market is expected to be $21 Billon by 

2022 while a Gartner report [8] states that around 65% of large 

companies will use low-code platforms to some extent by 2024. 

Low Code Development Industry is projected to achieve a global 

market size of US$ 187 Bn by 2032 [9]. However, there are many 

concerns related to the use of low-code tools to build applications 

instead of traditional approaches, [5].  

Observing that both low-code and DevOps approaches share a 

common motive of delivering valuable software products; we 

formulate the following research question for this study: What do 

practitioners think about the emergence of DevOps and low-code? 

The collaboration of automated tool kits to accelerate a manual 

process of development and culture change could bridge the gap 

between development and operations, to take the business wave to 

next level [10]. To explore the usefulness of low-code software 

development platforms inside the DevOps paradigm, we have 

conducted interviews with twelve IT professionals. Moreover, the 

exploratory nature of this study calls for a qualitative research 

approach like grounded theory (GT) [11]. 

The paper is organized as follows. Section 2 presents the 

background and related work. Section 3 defines the research 

methodology while Section 4 presents the results. Then, Section 5 

discusses the results, and Section 6 draws some conclusions.  

2 Background and related works 

DevOps plays a major role in building a culture in which 

development and operations teams work in a collaborative 

environment [12]. DevOps is one step forward to agile as it 

encourages continuous development and delivery cycles. DevOps 

had its origin at Agile Conference in 2008 [13] and currently, it is 

a worldwide phenomenon in all kinds of organizations [14]. 

DevOps has been defined in various contexts by different 

researchers. For example, Dyck et al. [15] DevOps is “a cross-

functional collaboration between teams”. According to Erich et al. 

[16] “to support development and operation teams the DevOps is 

a conceptual framework”. The overall objective of DevOps is to 



 

 

 

increase customer satisfaction by providing continuous services 

and updates. 

The idea of low-code development is not new, however, the 

new generation of tools based on a Platform-as-a-Service (PaaS) 

model, e.g., (Google) App Maker and (Microsoft) PowerApps, are 

reaching leading positions in specific domains such as mobile 

applications and database applications [20]. Low-code 

development approaches are based on graphical user interfaces 

(GUI) comprising a set of templates, wizards, and drag and drop 

options that help to build the software product rapidly with 

minimal effort of self-coding [17]. A Forrester report [7] defined 

low-code as a “platform available to customers for software 

development with visual and declarative techniques instead of 

hand-code at low cost”.  

Van der Burgh [18] gave an initial idea towards the adoption 

of low-code development in DevOps (LCDevOps-RSA) by 

characterizing low-code as a tool-based approach to design 

business software applications and by establishing a readiness 

model that shows the relationships between both approaches. 

Philippe et al. [19] conducted a study that highlighted the 

complexity of code development and elaborate on the importance 

of low-code to minimize code development complexity. 

Therefore, such a mixed approach could bring a significant benefit 

to developing and delivering high-quality software with minimum 

time and cost. However, Tisi et al. [20] highlight three main 

limitations: (i) Scalability to build large-scale and mission-critical 

enterprise applications, (ii) Fragmentation due to each provider 

proposing its own low-code development paradigm, which is 

linked to a certain programming model, and (iii) Software-only 

systems build by potential users with little knowledge of 

programming but they could be experts (citizen developers) in 

some other domain and expect to use their knowledge in the 

application, at the appropriate level of abstraction and using 

familiar formalisms. 

In this exploratory study, we aim to understand the DevOps 

practitioners’ perceptions of the low-code trend by analizing 

emerging categories in the light of software process improvement 

(SPI). Given that the state-of-the-art knowledge on SPI is 

compiled in the SPI manifesto [21], it was used to map the 

findings and provide an overview of the topic. The SPI manifesto 

measures the social, human, and organizational aspects to improve 

the software development process in a productive manner [21]. 

For example, Khan and Shameem [22] used it to create a 

taxonomy of the key factors that could impact the adaptation and 

implementation of DevOps practices. 

3 Research Methodology 

GT is useful to develop a substantive concept for qualitative 

research where we have questions like “what is going on in this 

area?” [23]. Although this approach is widely used in social 

studies, it is also used by software engineering researchers [24], 

[25]. GT presents different approaches. Glaser focuses on the 

“emergence (of research questions, of codes, of theory)” [26], 

while Strauss and Corbin focus on a “systematic approach and 

validation of criteria” [23]. In addition, Charmaz [27] emphasizes 

the “role of researchers on theory”. 

In this study, we used a classic GT i.e., Glaser’s approach, 

which keeps researchers’ attention focused on the data and 

requires that any concept be grounded in the data [28]. We cannot 

conduct a case study or a survey for this study as there is no clear 

hypothesis in front [29] and DevOps is a social-technical process 

in which a case study that is based on one perspective provides 

only limited insights into concepts and human behaviors [30].  

3.1 Data collection 

We conducted interviews with 12 experts to get their opinions 

on merging DevOps with low-code with the aim to accelerate 

innovation and continuous software delivery. The process of data 

collection should stop when a saturation point is reached, i.e., no 

new concept or idea is being obtained [11], but we do not claim a 

saturation point in this exploratory study, yet. After finding the 

concepts and categories that represent the main concept of the 

proposed research objective, the opinions of participants were 

collected. This step clarifies the researchers to decide what data 

should be collected in the next steps. 

To recruit participants, an invitation was sent to twenty-five 

IT professionals from three different countries, who are working 

with DevOps and low-code. They were interviewed using Skype, 

Zoom, and Teams (based on participants’ choice). We used open-

ended questions to clarify the concept overall. We asked their 

opinion about merging DevOps with low-code approaches to 

accelerate innovation and continuous software delivery, their 

suggested strategies, and their opinions on handling risks. The 

next set of questions was about business values and roles after 

adopting DevOps and low-code in their software development 

environment. For example, 1) What are the values of software 

process improvement for your business projects? 2) How does 

DevOps help you in managing automation and team tasks? The 

interview sessions lasted around 40 minutes and they were 

recorded and converted to transcripts for later analysis. 

3.2 Data analysis 

Data analysis is based on “data coding” which is an important 

step of GT [11]. It consists of two processes: substantive, and 

theoretical coding. Glaser [26] defines them as “Substantive codes 

are the emergent categories and properties that conceptually 

describe the phenomenon under study, whereas the theoretical 

codes are the emergent abstractions that model the integration of 

substantive codes as an interrelated set of hypotheses for resolving 

the main concern”. The steps, how GT was employed to code the 

collected data is available on link https://tinyurl.com/28sp2hne. 

A mapping of categories and codes with SPI manifesto was 

also conducted to describe the impact of integrating DevOps and 

low-code development in terms of (i) people: to analyze how the 

integration of DevOps and low-code affects the daily activities of 

stakeholders such as end-users, developers, and IT team members; 

(ii) business: to measure benefits of using low-code and DevOps 

to make businesses successful; and (iii) change: to manage 

organizational change and focus on understanding the concept of 

improvement in the software development process in the current 

situation, i.e., economic crisis and social impact on businesses due 

to COVID-19. 

4 Results 

In this section, the participants’ demographics; and the 

opinions of practitioners concerning the combination of DevOps 

and low-code are discussed. 

4.1 Demographics 

https://tinyurl.com/28sp2hne


 

 

Table 1 shows the demographic information. The first column 

“Id” shows an identifier to anonymize each participant. 

Participants reported various roles: IT manager (ITm), Project 

manager (PM), System analyst (SA), Operational manager (OPm), 

and Developer (Dev). They also reported more than four years of 

experience (Exp) and most of them came from Spain (5), followed 

by Finland (4), and China (3). 
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Table 1: Demographic Information 

4.2 SPI overview of low-code emergence in DevOps 

The results of this study are explained by illustrating the 

emerged categories and codes in the light of SPI manifesto. SPI 

manifesto could be used with the intent to improve software 

development towards increased quality and productivity levels in 

a formal way [22]. The values of the SPI manifesto are people, 

change, and business [21]. 

 

Id Categories/ sub-categories/ codes # Participants 

P People 31 

P1 Reduce skill shortages of 

professionals 

24 

P1

.1 

Reduce continuous development and 

delivery 

2 PM3, SA9 

P1

.2 

No long-handwritten codes 4 PM4, 

OPm6, SA7, 

Dev11 

P1

.3 

Reduce work of developers/ save 

energy of developers 

5 ITm10, 

Dev2, OPm4, 

PM3, SA8 

P1

.4 

Effective for citizen developers/non-

professionals 

3 SA8, 

Dev11, PM12 

P1 User-friendly frameworks  4 SA7, SA9, 

.5 ITm10, PM12 

P1

.6 

No need for high-quality developers 2 PM3, SA8 

P1

.7 

On-demand delivery  3 ITm1, 

OPm4, Dev11 

P1

.8 

Can use developer’s opinions in 

other tasks instead of coding 

1 ITm1 

P2 Speed up software development to 

meet customer demands 

7  

P2

.1 

Simple code with GUI interface 2 OPm4, 

SA7 

P2

.2 

Easy to modify 1 PM3 

P2

.3 

No complex process which speeds up 

development 

1 Dev2 

P2

.4 

Deliver software products on time 2 OPm6, 

SA9 

P2

.5 

Give priority to customers  1 SA8 

B Business 29 

B

1 

Economic benefits 11 

B

1.1 

Package of tools available 3 Dev2, 

ITm10, SA7 

B

1.2 

Reduce financial issues/ within 

budget 

3 OPm4, PM5, 

PM12 

B

1.3 

Rapid development and delivery 4 ITm10, 

Dev2, OPm4, 

PM12 

B

1.4 

Reduce IT cost 1 OPm6 

B

2 

Performance monitoring 8  

B

2.1 

Help DevOps teams to focus on the 

enterprise’s performance/ no need to 

worry about code 

3 Dev2, 

ITm10, SA8 

B

2.2 

Low-code can transform hours spent 

on repetitive tasks by a team, to focus on 

innovation 

2 ITm1, PM3 

B

2.3 

Automated dashboard for quality 

check 

1 PM5 

B

2.4 

Effective software delivery 1 OPm6 

B

2.5 

Increase productivity and efficiency  1 OPm4 

B

3 

Compliance 6  

B

3.1 

Help in updating and adding new 

functionalities 

1 Dev11 

B

3.2 

Must follow government regulations 

during application development 

2 ITm1, PM12 

B

3.3 

Reduce manual recheck of iterations  1 SA9 

B

3.4 

Automated compliance frameworks 1 SA9 

B

3.5 

Improve team autonomy to make 

decisions 

1 ITm10 

B

4 

Security and governance 4  

B Reduce the use of unauthorized tools 1 PM3 



 

 

 

4.1 

B

4.2 

Use of monitoring tools to identify 

vulnerabilities 

1 Dev2 

B

4.3 

Reliable product 2 OPm4, SA8 

C Change 15 

C

1 

Infrastructure independence 4 

C

1.1 

Supporting work-from-home 2 SA8, SA9 

C

1.2 

Low-code platforms help DevOps 

needs of streamlined configuration and 

management tools 

1 Dev11 

C

1.3 

Building collaboration culture within 

teams 

1 ITm1 

C

2 

Resilience and easy migration 6  

C

2.1 

Bring resilience to an organization 2 PM5, PM12 

C

2.2 

Manage automation environment 1 SA7 

C

2.3 

Speed up response time 3 PM5, Dev2, 

ITm10 

C

3 

Consistency within an organization 5  

C

3.1 

Low-code tools can integrate easily 

with automated platforms 

1 PM5 

C

3.2 

Reduce complexity issues 1 Dev2 

C

3.3 

Do not affect the organization's 

workflow 

1 OPm4 

C

3.4 

Effective management of 

project/application  

2 SA8, PM12 

#: number of times mentioned; Participant: role+Id from Table 

1 (e.g., ITm1, PM3)  

Table 2: Codebook 

Table 2 shows the final version of the codebook. It also shows 

the mapping of all the emergence categories, subcategories, and 

codes with the SPI manifesto. The first two columns are self-

explained. The third column “#” shows the number of times that a 

code appears in interview data (frequency) while the fourth 

column “participants” include the respective list of participants 

(role+Id from Table 1, e.g. Pm3). For instance, in the category 

“people” (Cp), Cp1.1 “reduce continuous development and 

delivery”, was pointed out by two participants (PM3, SA9), 

similarly, Cp1.2 “no long handwritten codes” shows that four 

participants (PM4, OPm6, SA7, Dev11), mentioned this code 

during the interview session. It is noteworthy that the main 

category Cp1 “Reduce skill shortages of professionals” is the 

most commonly mentioned by the participants (24). Therefore, it 

is clear from the findings that low-code approaches combined 

with DevOps can help in reducing the need for human resources. 

It means the growing talent demands and available pool of 

software professionals can be fulfilled by enterprises by adopting 

low-code approaches. Thus, use low-code approaches can be used 

to develop software products alleviating the pressure to hire 

professional coders. 

In what follows, we briefly describe each sub-categories. 

However, due to limited space, we present only the most 

significant quotes related to each sub-categories.  

4.2.1 People 

a) Reduce skills shortages of professionals. The use of low-

code platforms in DevOps will positively impact an organization 

to produce valuable products. This is not limited to one part of 

people, roles, or activities. The use of low-code in DevOps 

environments will help developers to build and modify software 

products without writing complex codes. Low-code platforms 

provide user interfaces (UI) and support high-level programming 

abstractions, then, developers only must focus on logic and flow. 

This will help to reduce the amount of software personnel.  

“the current situation is leading DevOps teams to search 

for more developers as more enterprises are shifting 

their data on cloud. The low-code provides graphical 

user interface (GUI) and simple frameworks to 

code….the developers just have to cope-up the desired 

operations using these platforms without thinking about 

code…there is no need of recruiting new professional 

developers as we are all facing economic crisis” [Dev2]. 

b) Speed up software development to meet customer 

demands. Low-code promise to build a software application with 

simple code that is easy to modify speeds up the complete 

development process within an organization and reduces time and 

cost. 

“… using low-code platforms is not just a story for 

citizen developers to help them in building an 

application. From my perspective, both professional 

developers and citizen developers play an important role 

in building a software product that is not complex and 

speed up development and deployment tasks to meet 

customer needs and use of them in DevOps process will 

help to maintain development speed and cost” [OPm6]. 

4.2.2 Business  

a) Economic benefits. Software organizations are facing 

problems like economic crises due to the current situation of 

COVID-19. These organizations are not interested in recruiting 

new developers and operational managers; they want all tasks to 

be performed on time by the current team. Similarly, many 

software development organizations are transferring their data to 

the cloud and are using DevOps as a cultural shift to accelerate the 

overall lifecycle. Considering low-code platforms can help 

organizations to save cost and time. It also suggests that there is 

no need of recruiting new team members as low-code tools will 

automate and speed up the entire software development process. 

“low-code is an economic friendly package of tools 

available in market….more than 200 low-code 

platforms are available…as they provide solutions to 

people who want to develop software projects….the 

DevOps environment needs all tasks to be performed in 

a continuous manner for which more team members are 

required causing financial issues and sometimes 

developers are not available … integrating low-code 

tools will help DevOps teams to maintain DevOps 

culture with rapid development and delivery of software 



 

 

product, eliminating the need to hire new developers” 

[ITm10]. 

b) Performance monitoring. In an organization, daily 

monitoring and log checks are essential factors to maintain 

business operations. In DevOps, these factors act as a backbone to 

ensure that complex interdependencies are running smoothly. 

Low-code dashboards can monitor all activities and provide an 

opportunity for the operations team to focus on innovation. 

“automated monitoring tools are required for DevOps 

… low-code platforms can transform hours spent on 

these repetitive tasks into opportunities for engineering 

teams to focus on innovation, while still ensuring the 

health and performance of enterprise software 

portfolios” [SA8]. 

c) Compliance. Regulations affect all economic sectors. 

Software practitioners must keep track of every regulatory 

requirement while updating or adding new functionalities to 

software. The integration of low-code tools to perform certain 

tasks will help in providing solutions for system improvements, 

but it needs certain regulations to fulfill regulatory requirements.  

“the continuous deployment is all what customer 

demands for … data privacy laws differ across nations 

and borders. Imagine having to manually recheck every 

iteration of your application deployments for 

compliance. Luckily, low-code operations mean having 

an automated compliance frameworks” [ITm1]. 

d) Security and governance. Software development 

organizations are always finding solutions to resolve security 

issues e.g., cyberattacks, authentication, unauthorized tools, and 

other security problems that can slow down the development 

process. The integration of low-code tools in DevOps may cause 

security and governance issues. Therefore, to configure security 

issues we need monitoring tools to identify vulnerabilities for 

quick feedback. 

“Platforms that use hybrid approach are useful but at the 

same time cause security problems … low-code 

approach in DevOps is a double-edge sword. They 

facilitate the development team but have issues like data 

security and governance … providing fast delivery to 

customers’ shows that security is not a priority concern 

of citizen developers. If you are working for large 

organization security and governance even become 

more important…we are in early stage to say more 

about low-code approaches in DevOps but, using 

mature and reliable monitoring tools we can mitigate 

this problem” [Dev2]  

4.2.3 Change 

a) Infrastructure independence. Digital organizations are 

widely spreading and adopting cloud environments to mitigate 

their needs by allowing employees to either work from home (due 

to pandemic situations) or across multiple subunits. Cloud 

infrastructures make operational tasks more flexible for software 

organizations. In a multi-cloud environment, DevOps needs 

configuration and management tools to measure relationships 

between resources and keep track of compliance issues. Low-code 

can help in this context by providing tools and building 

collaboration among teams. 

“Enterprises are bypassing single-vendor lock-in to 

spread workloads across multiple cloud partners… that 

means DevOps needs streamlined configuration and 

management tools that can track relationships…for that 

use of low-code development tools can build a 

relationship that provides observability across the range 

of vendors consuming enterprise data” [SA8]. 

b) Resilience and easy migration. The adoption of DevOps 

and low-code can increase an organization’s resilience to 

managing an automated development environment. The use of 

low-code in DevOps can speed up the overall response time.  

“Low-code platforms are great tools to extend the gains 

of Agile and DevOps approaches … Companies benefit 

from continuous delivery that ultimately fosters the 

productive collaboration between the business and IT” 

[SA 7]. 

c) Consistency within an organization. Low-code tools can 

integrate easily with automated deployment platforms. DevOps 

and low-code can increase the speed of development, and, at the 

same time, reduce complexity issues. This combination can bring 

a positive impact on software process.  

“Having one platform that can provide all this with ‘no’ 

or ‘low’ code can increase the speed of DevOps teams 

… the developers don't have to worry about the 

compatibility part…. the low-code platform easily gets 

integrated with the organization's workflow. There isn't 

any risk of disruption involved and make the teams 

confident” [PM12]. 

5 Discussion 

Based on the collected evidence and the relationship of 

categories and themes with the SPI manifesto, we have presented 

the results of the combination of DevOps and low-code 

approaches. The classification of categories with SPI manifesto 

i.e., people, business, and change, reveals that there is an 

emerging theory about the DevOps paradigm with low-code 

approaches that will enhance business value by improving 

software processes, and the results of combining them will help in 

speeding development and deployment. From the findings, it is 

clear that DevOps and low-code share a common motivation. The 

discussion about how low-code platforms are useful for DevOps 

is as follows: 

Bridging the gap between skill shortages and the available 

professional pool. Low-code helps novice or aspiring coders to 

build code without having to write complex lines of code. Using 

low-code approaches, highly skilled professionals can focus on 

core project areas and can spend time on other productive project 

activities. This means that by merging low-code approaches with 

DevOps, an organization can have a part of its workforce focusing 

on development which is now relatively faster and easy while the 

other part is focusing on other vital aspects e.g., scheduling 

meetings with operations team to discuss about performance 

structure of an application, improving collaborations. 

Expediting application development. Software applications 

developed using low-code platforms are easily accessible and are 

not very complex [31]. Low-code helps DevOps team to complete 

development and deployment processes with a reduced timeline 

https://www.outsystems.com/low-code-platforms/


 

 

 

from months to days and hours e.g. Low-Code GUI frameworks 

will help in reducing the time of self-coding and developers can 

meet the requirements of operations team on time.  

Consistency. Low-code platforms can integrate easily with 

programming tools that automate application deployment. 

Besides, they can assist in some of the vital processes in any 

DevOps culture such as version control, build validation, and 

quality assurance. Having one platform that can provide all this 

with ‘no’ or ‘low’ code can increase the speed of DevOps teams 

and, at the same time, reduce the overall complexity. Low-code 

platforms easily get integrated with the organization's workflow. 

There is not any risk of disruption involved which makes the 

teams confident. 

Threats to Validity. In this study, a small number of 

participants (n=12) threaten external validity. We will recruit 

more participants as our study progresses to improve the quality 

of the findings and aim for theoretical saturation as performed in 

[28]. 

A GT approach does not claim generalization, but rather 

produces a mid-ranged theory applicable to the contexts studied 

[11]. Data collected during this study does not represent the whole 

DevOps community and is limited to practitioners who accepted 

to participate, i.e., convenience sample. We kept the detail of 

these participants confidential as per human ethics guidelines 

governing this study.  

Other threat is that there were two participants working as 

project managers who do not use low-code tools very often, so 

their perspective is different from those who deal with the low-

code platforms in a daily basis. To mitigate this threat, we will 

recruit more participants. Since all the emerged codes, concepts, 

and categories (including their related properties and 

subcategories) came from the real data which were collected 

directly from the context and finalized by all authors to overcome 

any bias. The variations and classifications proposed by this study 

can be extended to apply more widely to other aspects of software 

process improvement in DevOps. We hope future studies can use, 

validate, and extend our classification in other aspects of process 

improvement.   

Some participants are self-reporting their experience but other 

participants deal with the adoption of low-code from different 

roles. We mitigated this threat by an iterative discussion on a 

related topic to interrogate it properly [32]. We also shared with 

them, topics to be discussed before the interview session to be 

sure about the participant, their organization, and their experience 

in the use of DevOps and low-code approaches. 

6 Conclusions and Future Work 

DevOps is increasingly becoming the de-facto paradigm 

approach however, still we rely on the generation of code that can 

meet the requirements of continuous integration, continuous 

deployment, and continuous testing to bring overall agility to 

software process development. To overcome this challenge, our 

identified emergent categories describe the concept of merging 

DevOps with low-code approaches.  

This study presents a set of emerging results and a vision that 

could allow an organization to deploy and manage software 

products at the same fast rate as development. With low-code, a 

DevOps team can incorporate developers with almost all 

competence level because low-code provides an opportunity to 

tackle programmers’ shortages. The rising demands of software 

projects are something to be worried about but, according to 

practitioners, the emergence of low-code in DevOps is the right 

channel that can help teams efficiently meet the market demands.  

We believe that our findings and relationships with respect to 

the SPI manifesto lay the foundation for future studies. We will 

expand our study to examine various low-code platforms to assess 

the best approaches in the context of DevOps. We also plan to 

investigate the productivity and quality of a software project that 

adopts DevOps combined with low-code.  
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