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Abstract:  

Changes in production, economic and technological environments are forcing 

organizations to update their Information Systems. In particular environments 

and circumstances, reengineering presents itself as a valid option to realize 

these updates. In organizations dedicated to the commercialization of software 

products, the reengineering process can be carried out iteratively. With the 

objective of supporting this process within computer software manufacturers, 

this paper presents a methodology for the project management of these types of 

activities, adopting an approach which focuses on continuous improvement of 

the process. This methodology is adaptable, firstly, to the requirements of 

organizations, secondly, to the characteristics of the software product. The 

focus of improvement of the reengineering process is performed in the model 

by means of continuous inspection and supply. The proposed methodology has 

been tested in the context of a European software vendor. The results of the 

implementation demonstrate a promising and feasible methodology to conduct 

commercial software reengineering efforts. 

Keywords: Reengineering, Migration, Software Process Improvement, Project 

Management. 
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1 Introduction 

The spread of Information Systems in organizational environments in recent years has 

turned their development into a critical task for corporations. The software industry has 

become one of the main streams of development all around the world. In this scenario, 

organizations dedicated to the development and commercialization of software products 

represent an important volume of global economic data. Many of these organizations 

dedicated to the development of software packages face the problem of having to migrate 

or reengineer their products, adapting them to new technologies and functionalities, 

because changes in business processes are almost always linked to changes in systems 

and technology (Lientz & Rea, 2001b). In the case of software manufacturers, the 
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requirements of modifying their technology imply the modification of the customer base, 

significantly multiplying the effects. The reengineering of software systems is widely 

recognized as one of the most significant challenges to be tackled by the software 

engineering community (Valenti, 2002). 

The present initiative stems from the collaboration of Universidad Carlos III de 

Madrid in a project committed to the reengineering of a tool developed by a Spanish 

company. The main objective of this work is to combine and normalize the amount of 

tasks emerged from the reengineering requirements in software-intensive organizations. 

The proposed methodology represents a reference for the project management, the 

documentation elaboration and the evolutionary normalization of the tasks within an 

environment that allows the assessment and the continuous improvement of the involved 

processes, with a stress in the generalization of practices for reengineering other products 

developed by the company. 

The remainder of this paper is organized as follows. Section 2 surveys the relevant 

literature. Section 3 describes the proposed methodology. Section 4 illustrates a use 

scenario. Finally, Section 5 outlines the main conclusions derived from the work and 

future work, concluding the paper. 

2  Background. Reengineering and project management 

The concept of Reengineering was described by Hammer and Champi (1993) as the 

the fundamental rethink and radical redesign of business processes to generate dramatic 

improvements in critical performance measures, such as cost, quality, service and speed. 

In practice, reengineering means to start over with a clean sheet of paper and rebuild the 

business better. Reengineering is only part of what is necessary in radical change of 

processes; it refers specifically to the design of the new process (Davenport, 1993). 

Figure 1 depicts the structure of this process. 

 
 

Figure 1. Graphical reengineering concept 

 

The importance of reengineering became particularly evident during the years 

following the publication of the works by Hammer and Champi. Undoubtedly, during this 

time, many reengineering efforts have met with problems or failure (Lientz & Rea, 2001). 

These authors state that over half of reengineering projects have failed (Lientz & Rea, 

2001b). According to them the reasons can be found on the one hand, in the changing 
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environment and the lack of measurement and control (Lientz & Rea, 2001), and on the 

other hand, because the business process side is too often ignored (Lientz & Rea, 2001b). 

These results encouraged Hammer and Champy to reinvigorate the topic in 2001. They 

reintroduce the goal of making major gains in reducing “waste” in the organization. They 

suggest that we reexamine every single process and rebuild businesses (Hammer & 

Champy, 2001). According to Attaran (2003), business process reengineering is going 

through its second wave, in which technologies like web services and knowledge 

management or e-learning play a crucial role. Finally, in the field of methodologies that 

support the business process reengineering process, the work by Stoica, Chawat and Shin 

(2004) states a revision of these tools which support reengineering, as well as a historical 

revision of its evolution. 

The application of the concept of reengineering in the software field began to gain 

importance towards the end of the 1980s (Arnold, 1992). These efforts were conducted in 

order to reduce maintenance expense and improve software flexibility (Premerlani & 

Blaha, 1994). Further simpler and more general definitions of software reengineering also 

emerged in the literature. For example, experts have stated that software reengineering 

may be viewed as any activity that either improves the understanding of a software or 

else improves the software itself (Arnold, 1993). Chikofsky and Cross (1990) defined 

software reengineering as the examination and the alteration of a subject system to 

reconstitute it in a new form and the subsequent implementation of the new form. 

Bearing in mind Arnold’s definition, the activities which comprise the process of 

software reengineering may be divided into two types according to Kullbach and Winter 

(1999). The first kind of activities are concerned with understanding, such as source code 

retrieval, browsing, or measuring. The second kind of activities aims at evolutionary 

aspects like redocumentation, restructuring and remodularization. 

The role of software reengineering is vital, as it decreases complexity, increases 

quality and better equips future business environments (Behling, Behling & Sousa, 1996). 

Other authors argue that software reengineering is far more effective in terms of return of 

investment than another alternative of continuous improvement methods, such as 

maintenance (Deek et al., 2005). For the combating of what some authors have termed 

software aging symptoms (Visaggio, 2001) or to radically adapt the functionalities and 

technology of a software product, software reengineering presents a valid option. 

 It has been considered of such importance that since its initial application in 

productive environments, it has been regarded as an engineering problem (Feiler, 1993) 

that includes most aspects of traditional software development with additional 

constraints. As a consequence, since the middle of the 1990s many initiatives have 

emerged for software reengineering planification (Sneed, 1995), the establishment of a 

life cycle (Manzella & Mutafelija, 1992), taxonomies (Chikofsky & Cross, 1990) and 

economic aspects (Sneed, 1991). It was not until the millennium decade that efforts were 

focused on placing reengineering in an organisational environment, taking into account 

all the types of constraints which may be faced by a process by such characteristics. In 

this decade there are efforts conducted to improve legacy software on embedded systems 

(Sakai et al, 2004), develop software reengineering workbenches (Terekhov, 2004), tools 

(Cremer et al, 2002), documentation generation (Antoniol et al, 2002) or describe case 

studies in several technologies (Zou & Kontogianis, 2005) or within companies such as 

Inforsys (Mehta & Mehta, 2005). 
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There are many research efforts analyzing the success factors of software 

reengineering projects. In one of the most significant works, Teng et al, (1998) states the 

software engineering projects critical factors. In this study, authors cite the use of formal 

methodologies as one of the leading success factors. Perhaps having this latter critical 

factor in mind, the Software Engineering Institute of the Carnegie Mellon University, 

Bergey, O'Brien & Smith (2001) identified a model for Software Migration Planning, 

which has been applied in the U.S Department of Defense. The methodology is based on 

the management of the migration effort as the critical factor. Besides the mentioned 

model, a number of other efforts exist to define a process for the reengineering of 

software systems from a planification perspective (Sneed, 1995), such as iterative 

generation of software and specifications (Bianchi et al, 2003) or incremental processes 

(Brodie & Stonebraker, 1995).Undoubtedly, these latter models are more focused on the 

development and implementation aspects of software than those relating to the 

management of the project and the coverage of organizational needs. 

Taking as a basis the characteristics of the model developed by Bergey, O'Brien & 

Smith (2001) and latter revisions by same authors (Bergey et al, 2002), the project team 

of Universidad Carlos III de Madrid has built a new software reengineering methodology. 

It is adapted to the characteristics of reengineering of commercial software packets, and 

additionally, is a methodology focused on continuous improvement to support the 

software reengineering processes of an organization. 

3 A proposal for a software reengineering project management 

methodology 

According to the specific requirements stated before, this article presents a software 

reengineering methodology built over two complementary tools closely related to the 

construction of information systems and software process. Firstly, ESA (European Space 

Agency) (ESA, 1991) software development standards PSS-05-0 has been adapted. These 

development standards will provide the guidelines for the code generation processes and 

will be the basis for the definition of the tasks related to the generation and analysis of the 

different solutions for a specific migration project.  

The PSS-05-0 standard describes the processes involved in the complete life cycle of 

a single software project from its inception to the retirement of the software. The standard 

is divided into two areas, namely the Production Process, which has six phases and the 

Managing Process, which counts on four principal phases. The Production Process is 

composed by: 

• User Requirements (UR) Definition Phase 

• Software Requirements (SR) Definition Phase 

• Architectural Design (AD) Phase 

• Detailed Design (DD) Phase 

• Transfer (TR) Phase 

• Operations and Maintenance (OM) Phase 

Additionally, the Managing Process is composed by four principal phases: 

• Software Project Management 

• Software Configuration Management 

• Software Verification and Validation 

• Software Quality Assurance 
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Fundamentally, the ESA specifications encourage the development of a formalized, 

knowledge-aware, cross-cultural set of guidelines to face software projects. 

Secondly, we base our work in Software Engineering Institute’s Software Migration 

Plan proposed by Bergey, O'Brien & Smith (2001). This recommendation defines a set of 

phases and tasks suitable for every reengineering process, and represents a relevant 

reference for the development of this kind of projects due to its origin and contents. The 

migration guidelines presented in the recommendation are complemented by a guide of 

migration practices extracted from the work by Bergey, Smith & Weiderman (1999) and 

developed at SEI too. With the objective that the methodology incorporates the Project 

manager vision, the models have been complemented with the proposal by Dey (1999), 

which proposes a Process reengineering for effective implementation of projects. 

The resulting methodology is conceived as a set of activities separated from the rest 

of the business activities. Using a separate process for the reengineering of software with 

respect to other processes such as maintenance or development represents an established 

tendency in production environments (Jalote, 2002), in this case, once more, the Indian 

company Inforsys. In the environment in which the application of the methodology is 

considered, that is, the companies which develop commercial software, the ability to rely 

on a separate process for reengineering is an advantage, given that the elements for 

improvement are specifically applied, and by means of the communication of results and 

improved practices, spread through the entire organization. 

After performing a process of analysis and definition of the solution, a methodology 

for the reengineering process developed has been established. The approach that we have 

outlined takes an active and dynamic view of migration planning based on different 

processes, which is a continuous effort that begins with the first increment of the 

migration plan. Thus the dynamics of our proposal, based on the works by is depicted in 

Figure 2. 

 

Refine 
Reengineering
Plan Definition

Evaluate
Progress

Reengineering
Plan Definition

Process 01

Execute
Process 01

Improve Process

Translate

Evaluate
Progress

Reengineering
Plan Definition

Process 02

Execute
Process 02

Improve Process

Translate

 
 

Figure 2. Dynamics of proposed reengineering project management methodology 

 

The first increment of the plan deals with primary issues such as architecture and 

technology problems. Further iterations make the plan actionable and manageable. Each 

iteration or process provides more elaboration in the form of detailed process definition 
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the scope relevant to the active process. At any point in time, the reengineering plan can 

be viewed as the addition of the mini-plans of action corresponding to project processes 

accomplished. This will contain the focus area goal of the process, tasks & deliverables 

and resources with roles and responsibilities. Within a process, an iterative set of cycles 

are planned in order to provide an incremental development approach to the process. This 

incremental development approach benefits from the state of the art software engineering 

methodologies i.e. Barry Boehm’s spiral model (Boehm, 1988) or SCRUM (Schwaber & 

Beedle, 2002). 

Thus, the proposed methodology lies on two iterative structures. Firstly, the one 

conformed by the sum of the processes which can be seen as a way to approach the whole 

problem in stages in order to adopt a Divide et vinces approach. A process can be seen as 

a deliverable of the new system, namely a version. Secondly, given a certain process 

execution, a set of cycles are proposed to implement iterative incremental software 

development. In this approach, instead of delivering a monolithic system after a long 

development time, smaller releases are implemented sequentially. According to Greer 

and Ruhe (2004), the benefits of this approach are twofold. First, requirements can be 

prioritized. Second, it means that customers receive part of the system early on and so are 

more likely to support the system and to provide feedback on it. 

From the point of view of cost estimation, resource allocation and other project 

management fundamentals, the dynamics of proposed methodology are designed to bring 

the benefits of incremental construction method combined with software project 

management tools proposed by PSS-05-0. According requirement priorization, thus, 

though is a crucial project activity (Karlsson et al, 2007), proposed methodology is open 

to efforts like Karlsson, et al. (1998), Wiegers, (1999), EVOLVE by Greer and Ruhe 

(2004) or Quantitative WinWin (Ruhe et al., 2002). Requirements priorization must be 

made, firstly to draw project processes and within a process to set the cycles that rules the 

software construction. 

 

A more in-depth structure of proposed methodology can be found in Figure 3. 
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Figure 3. Software reengineering project management methodology 

 

The proposed methodology is fundamentally based on two premises. The first one is 

the need of a methodology for the improvement of reengineering processes not only in 

the particular migration project in which it is deployed but in the whole of the 

organization. The second one is the will of obtaining a flexible methodology, without a 

stiff structure that hinders its adaptation to the specific scenario of the organizations 

where it is deployed. 

I. Reengineering Plan Framework. It is a stage prior to the Reengineering Plan that 

is aimed at the design of the framework that will guide the process as a whole. This stage 

is the aggregation of the following phases: 

I.1. Organizational Study. An analysis of the different organizational elements 

involved in the reengineering process is performed. Some of the aspects covered by 

this analysis are the current circumstances of the organization and the target system, 

the market characteristics and the involvement of the different organizational levels. 

I.1.1. Business Environment. It is needed to carry up a detailed study including 

economic environmental factors, political environmental factors, social 

environmental factors and physical environmental factors. 

I.1.2. Organizational Diagnosis. In this phase psychological and cultural 

climate are benchmarked. It is assessed by the perception of people with respect 

to variables which influence the motivation, work behaviour, technological status, 

financial performance, image, customer satisfaction and motivation of employees 

for excellence and as individuals and groups in the organisation (Dey, 1999). 

Additionally, it is reviewed financial performance, market image and growth 
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trend indicate the characteristics of the organisation. These characteristics provide 

the context for the diagnosis of conditions in the organisation. 

I.2. Methodology Definition. The main outcome of this phase is the definition of 

the reengineering methodology that best fits to organizational needs having in mind 

the conclusions extracted from Organizational Study and the different methodologies 

available at the market. 

I.2.1. Support Definition. The objective of this phase is to establish and define 

the support requirements for the execution of the methodology in the target 

organization. These requirements are considered to be essential to the 

reengineering process and are totally independent of the tasks and activities 

performed in each process and cycle. Support Definition must include several 

issues that must be addressed. Firstly, Information Systems planning for effective 

project management including both automated and non- automated Information 

Systems. Secondly, project risk management including risk factors, effects and 

risk responses are taking into account. And thirdly, a quality assurance plan for 

that covers all the process. 

I.2.2. Phasing Definition. This phase includes a definition of the different 

phases that structure the methodology. Those phases are established at this point 

since they are the basis of the Reengineering Plan Execution. 

II. Reengineering Plan Execution. During the execution stage the actual migration 

tasks are performed. The suggested Reengineering Plan Execution is based on the 

Reengineering Plan Framework applied in the company context, which is detailed in the 

next section. The Reengineering Plan Execution stage defines a set of phases that are 

detailed next: 

II.1. Reengineering Plan Definition. In this phase the characteristics of the 

migration to be tackled are defined. These characteristics include criteria relative to 

the number of reengineering processes to be performed, the scope of each of the 

processes, resources allocation and task plan. This plan is continuously updated on 

the basis of the information given in every cycle wrap-up and every process 

evaluation. It changes the criteria to select requirements and allocate resources. 

II.2. Reengineering Process Definition. Each of the processes that make the plan 

up is an element that is tackled as an individual project for which scope and 

dependencies must be established. According to the Reengineering Plan Process, an 

arbitrary number of Reengineering Plan Processes can be instantiated to fulfil 

reengineering requirements in a phased approach. Each Reengineering Plan Process 

can be constructed by means of the following activities and tasks: 

II.2.1. Process Plan. The Process Plan establishes the overall characteristics of 

the process including resources, plans (work breakdown structure), cycle 

descriptions, controls, success indicators and the products to be generated in each 

of the phases. This plan is based on the requirements priorization criteria of the 

process,that eventually, changes over time. The plan must answer following 

questions: What needs to be done? Who is going to do it? How will it be done? 

and How do we make sure that it is done satisfactorily? 

II.2.2. Process Cycle. A cycle is an activity that integrates a set of tasks aimed 

at the reengineering of a planned and specific element or set of elements. Each 

cycle comprises the execution of a combination of the following tasks: 

II.2.2.1. Cycle Scope. This task specifies the cycle in a formal way, stating 

the cycle’s objectives, a detailed plan of resources and time, the organization of 
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the rest of the tasks of the cycle and an in depth definition of the products 

obtained from those tasks. 

II.2.2.2. Requirements Definition. The Requirements Definition task is 

focused on the elicitation and codification of the reengineering requirements 

concerning the defined scope. 

II.2.2.3. Technical Research. Technical Research is aimed at increasing the 

knowledge acquired by the development team about the possible solutions to be 

adopted and their implications. An adequate execution of this task will guarantee 

a collection of reengineering recommendations strongly based on the reality 

concerning the product to be reengineered. 

II.2.2.4. Redocumentation. Provided that, after the Technical Research task, 

the existing documentation in the field of study is found to be poor or 

inadequate, it is planned to allocate the necessary resources for its re-

elaboration. 

II.2.2.5. Reengineering Recommendations. From the requirements obtained 

in II.2.2.2 and the Technical Research the reengineering recommendations for 

each of those requirements will be specified. 

II.2.2.6. Reengineering Component Construction. During this task the 

element established at the Cycle Scope is built. The development of this 

component will meet the previously elicited requirements and will apply the 

recommendations obtained in task II.2.2.5. The development process to be 

performed in this task will follow the guidelines of the PSS-05-0 standard for 

software development provided by ESA. 

II.2.2.7. Wrap up & Feedback. This task sums up the whole cycle and 

documents it with the objective of being a feedback for the next cycles of the 

process. 

The default organization of these tasks has a sequential nature and within a 

regular cycle all the tasks from II.2.2.1 to II.2.2.7 should be performed. 

However, it is possible to adapt this organization to the specific needs of a given 

cycle. This way, some tasks could be parallelized, i.e. II.2.2.3 and II.2.2.4, and 

even some of them could be discarded, but having in mind that tasks II.2.2.1 and 

II.2.2.7 are compulsory since they define the limits of each cycle. 

II.2.3. Process Assessment. This task is aimed at the evaluation of the 

developed reengineering process, determining its completion and its contribution 

to new eventual reengineering processes. 

II.3. Reengineering Plan Evaluation. Once all the Reengineering Plan Processes 

have concluded, the quality of both the product and the reengineering process is 

evaluated. Additional evaluation is performed over the results of the reengineering, 

whose real process ends in this phase. 

III. Reengineering Plan Postmortem. The aim of this stage is to provide as much 

feedback as possible to the reengineering methodology to introduce improvements in 

both its definition and quality. A schema of continuous improvement is adopted to enrich 

the model with calibrations and customizations.It is proposed that the postmortem phase 

serves to carry out communication of the results in the operating environment of the 

company, and additionally, to extend some of the characteristics which have been 

improved in the process to contribute to the maturity of the software process of the 

organization in which it has been implemented. 
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The major improvements compared to the approach proposed by Software Migration 

Plan proposed by Bergey, O'Brien & Smith (2001) are shown below: 

 Built in integration with commercial software development methodology. 

 Continuous improvement approach. 

 Commercial software development focus. 

 Requirements priorization concerns. 

 

4 Case study 

 

The VV organization (fictitious name) is a corporation founded in the early 1990s. 

VV is present in 10 countries and its customers belong to more than 80 countries. In 2007 

earned a 3,7M€ turnover that represents a 60% increase. R&D is one of the pillars of the 

company, thus VV invest a 20% of its revenue in that area. 

The company most relevant product is ToM (fictitious name) with over 1,200 licenses 

sold all around the world. ToM is a solution for administrative management of 

organizations that range from companies of all sizes to government organizations. The 

development of ToM involves almost 100 people from R&D, Technology and QA 

departments working for the inclusion of new functionalities, the adaptation to changing 

environments and the customization for specific clients of the solution out-of-the-box. 

The development process is supported by an in-house developed methodology inspired in 

the European Space Agency Standards for software development projects. 

VV objective is that ToM retains all of the functionalities developed for the tool, in its 

"Out of the Box" versions as well as in its customised versions developed by the 

customers. Without a doubt, the architecture of the tool demanded by the customer 

should have the capability to be modified in order to adapt to new technologies for the 

creation of new user interfaces. Given this environment, the project accomplished by the 

collaboration of the university and the company has as objective the provision of a 

methodological framework, and continuous improvement of the reengineering process. 

This latter requirement stems from the need to implement the methodology developed not 

only in the context of the ToM tool, but also in the remaining product range of the 

company. On the other hand, it should be stated that one of the reasons for applying the 

reengineering process is because of the scarce documentation which accompanies the 

ToM tool, developed during the technology boom without the application of rigorous 

standards. 

As an initial test of the preliminary acceptance of the proposal, a pilot project for the 

deployment of the methodology was performed. The project team was divided into two 

groups with the same competential capabilities. Each of the groups, which were similar in 

composition and competence, was assigned a complete reengineering cycle with 

equivalent size and complexity (ten software requirements to cope and about 20 KLDC to 

review per group). Each group was comprised of five members, a team manager and four 

technicians. One of the groups adopted the proposed methodology while the other 

followed the own internal methodology of the company. After finalizing the pilot project 

several structured interviews were conducted in order to inspect team member opinions. 

The comments of the practitioners were categorical. The ones that did not use the new 
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methodology stated that they felt lost while performing their tasks since they were not 

aware of the real progress of each task and they did not have any way to clearly define 

the phases, the processes and the requirements of their project.  

Data were extracted relating to the work of both groups concerning three distinct 

aspects. In the first place, the documentation generated for support to the process was 

measured both new documentation and re-documentation, and secondly, the team 

managers were required to provide data regarding the rework task of the reengineering 

cycle. Lastly, the deviation in the work plans of both groups was measured. The deviation 

is measured in % effort planned. Table 1 shows main figures of both teams. 

 

Table 1. Testing projects main figures 

 

 New methodology Old methodology 

Rework rate 6% 10% 

Plan Deviation 4% 14% 

New documentation produced in words 36,000 26,500 

Redocumentation in words 10,200 8,300 

 

Data showed that the performance of the project which has adopted the new method 

is considerably higher. The Rework rate (one of the evils of software engineering) is 

slightly smaller, which affects a minor deviation from the plan. These data, which often 

involve some minor benefits with regard to the production of documentation, however, 

are based on an increased production of both new and revisited documentation.  

With the objective of complementing this quantitative vision with a qualitative 

perspective, two aspects were examined with respect to the work developed. A group of 

three experts (comprised of technicians from the company) which had not taken part in 

the process examined the product developed, including software and documentation. 

Subsequent to the exam, a personal interview was held with each technician to request 

their opinion regarding two aspects of the projects analyzed. In the first place, the 

technicians were requested their opinion concerning the quality and value of the 

documentation generated, and secondly, about the applicability of the conclusions of the 

said documentation which the team managers had drawn up as part of their management 

duties. The three managers coincided in affirming that the documentation generated by 

the team who executed the methodology was of very high quality in two of the cases, and 

high quality in one case. All confirmed that the quality of the documentation of the team 

which used the methodology was superior to that generated by the other team of the 

project. In relation to the conclusions, the results are even more encouraging. The focus 

on continuous improvement which the methodology adopts was assigned an excellent 

valuation in one of the two cases, and very good in the other. All of the judges affirmed 

that the conclusions have a superior applicability to the applicability guaranteed by 

conventional methodology. 

After the pilot phase, the methodology was applied to the reengineering of one of the 

core components of ToM. The project started with an initial process in which, after the 

inspection of 500,000 lines of code of the legacy components, 101 reengineering 

requirements where elicited in 350 versions. Those requirements where transformed in 

102 reengineering recommendations with 241 versions. The reengineering 

recommendations were used to build 40 new classes that amount 8,000 lines of non-auto 
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generated lines of code. Now, VV is performing another Migration Process adopting the 

methodology presented currently with good results. The model is now enriched with 

customizations aimed at the continuous improvement approach method and is integrated 

in its own management process. The new version of ToM is planned to be launched by 

mid 2010. 

5 Conclusions and Future Work 

This work has presented a methodology for the management of software reengineering 

projects of commercial software products. The design of the methodology was realized 

based on relevant contributions from the literature using two combined approaches. First 

of all, we focused on the process continuous improvement and secondly, pondered about 

the conjunction of several state of the art methods. From the point of view of the 

deployment of the proposed software reengineering methodology in a real production 

environment, two conclusions can be extracted. The first one is the improvement in the 

communication of the objectives of the reengineering process, its phases and products 

among the reengineering team. This conclusion stems from the qualitative feedback 

received from the resources involved in the process a stated in the previous section. The 

second conclusion is the applicability of the solution to reengineering environments. The 

methodology has proven to be flexible and adaptable to the environment where it was 

deployed, enabling the meeting of reengineering requirements. 

Future works should be centered on extending the methodology from multiple 

viewpoints. In the first place, given that the methodology has been designed for the 

reengineering of commercial software products, the implementation phase of the system 

has not been addressed. Therefore, it is aimed as a first proposal to extend the 

methodology to develop its applicability in non-commercial legacy software engineering 

environments. In the second place, it is proposed that the present methodology is tested in 

two scenarios, that is, commercial software and legacy software, to establish the 

differences between both approaches, and customize the system based on the specific 

characteristics of each. Thirdly, it is suggested to carry out works which deal with the 

concept and application of refactoring in this type of projects. Lastly, the extension of the 

methodology is suggested to integrate different methodologies of the development of 

software combined within the reengineering process. 
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